# Depth Analyzing Binary Sort Tree

Michael McMahon

May 2014

# 1. Functional Requirements

This section lists the required functionality of the process, as specified by the problem description.

1. Process will construct a binary sort tree (BST).
   1. BST will contain 1023 nodes.
   2. Values of nodes will be randomly generated, real numbers.
   3. Values will be inserted by calling the *insert()* method.
2. Process will analyze the depth of the BST
   1. Process will output the average depth of leaves in the BST.
   2. Process will output the maximum depth of leaves in the BST.
   3. Requirements 2.a and 2.b will be achieved with three recursive subroutines:
      1. Process uses a recursive routine to count the number of leaves in the BST.
      2. Process uses a recursive routine to sum the depths of all leaves in the BST.
      3. Process uses a recursive routine to find the maximum depth of all leaves in the BST.
      4. Subroutines described in requirements 2.c.ii and 2.c.iii will take a parameter *depth* which is incremented on each recursive call of those subroutines.
3. Process will be run from the command line.
   1. User will enter “java BSTanalyzer” to invoke a main class.

# 2. Solution

This section will address each of the requirements listed in section one. A pseudo-coded algorithm will describe how to implement the logic which satisfies each requirement. Non-obvious design considerations are discussed where applicable.

1. Process will construct a binary sort tree (BST).
   1. **BST will contain 1023 nodes.**

**Pseudo Code:**

//Store constant value 1023 as size

//Instantiate a binary search tree

//Loop from 0 to size

//Get random real number and store in nextReal

//Insert real number into binary search tree

1. Values of nodes will be randomly generated, real numbers.

**Definition of real numbers**

Real numbers can positive or negative, whole or fractional numbers. A random real number can be obtained from a series of calls to the java.util.Random class. The first call will generate a base integer using Random.nextInt(). This base integer will be within the range of Integer.MIN\_VALUE (= -2147483648) and Integer.MAX\_VALUE (= 2147483647). The second call to Random will generate a fraction using Random.nextFloat(). This fraction will be in the range of 0.0 to 1.0. Finally, the random real will be calculated by multiplying the base integer with the fraction. This result in a random real number in the range of Integer.MIN\_VALUE and Integer.MAX\_VALUE. A value in such a range can be safely stored as a float.

**Storing real numbers as float or double**

The randomly generated numbers can be stored as either a float or a double. While a double would provide a higher level of precision, the float will use only half as many bytes (32 vs 64) and so the float is more efficient. Since this process does not perform arithmetic on the random values it generates, loss of precision is not a concern and the float type will be used for its performance advantages.

**Pseudo Code**

//randomReal()

//Get random integer and store as base

//Get random fraction and store as scale

//Return base multiplied by scale

1. Values will be inserted by calling the insert() method.

**Recursive Traversal of Tree**

Inserting a new value into the tree will be achieved by recursively traversing the tree, traversing left if the new value is less than the root’s value, and traversing right if the new value is greater than or equal to the root’s value.

No traversal is necessary if inserting into an empty tree. Insertion consists of simply creating a new node with the inserted value, and storing that node as the top of the tree.

**Recursive and Base Cases**

The recursive case happens when the inserted value is less than the root’s value and the left child is not null, or if the inserted value is greater than the root’s value and the right child is not null. In this case, the method will call itself, passing either the left or right child as the root.

The base case happens when the inserted value is less than the root’s value and the left child is null, or if the inserted value is greater than root’s value and right child is null. The method will create new node and set it as either the left or right child of root.

**Pseudo Code:**

//insert(Float value)

//if value is not null

//If top most root is null

//Create new node with value

//Set new node as the top of the tree

//Return

//If top most root is not null

//Call addChild(root, value)

//addLeaf(Node root, float value)

//If value is greater than or equal to root's value

//If root's rightChild is null

//Create new node with value

//Store new node as root's rightChild

//If root's rightChild is not null

//Call addLeaf(root.rightChild, value)

//If new value is less than root's value

//If root's leftChild is null

//Create new node with value

//Store new node as root's leftChild

//If root's leftChild is not null

//Call addLeaf(root.leftChild, value)

1. Process will analyze the depth of the BST
   1. Process will output the average depth of leaves in the BST.

Calculation

The average depth will be computed by dividing the sum of all leaf depths by the total count of leaves in the tree.

**Pseudo Code:**

//getAverageDepth()

//Get value of sumDepths(root, 1) and store as depthSum

//Get value of countLeaves(root) and store as leafCount

//Get value of depthSum / leafCount and store in depthAvg

//Return depthAvg

* 1. Process will output the maximum depth of leaves in the BST.

The maximum depth will be determined by the algorithm described in section 2.c.iii.

* 1. **Requirements 2.a and 2.b will be achieved with three recursive subroutines:**
     1. **Process uses a recursive routine to count the number of leaves in the BST.**

**Recursive Traversal and Addition**

Leaf counting will be achieved by recursively traversing the tree and summing the count of leaves under the root node’s left and right subtrees.

**Recursive and Base Cases**

The recursive case happens when the root is not a leaf and is not null, the method will return the sum of leaves in the root’s left and right sub-trees.

The base case happens when the root is a leaf or the root is null. The method will return 1 for a leaf, or 0 for null.

**Example**

The tree depicted below has 3 leafs.
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The algorithm will flow as follows:

**Level 0:**

**countLeaves(node3)**: Not leaf, return countLeaves(node2) + countLeaves(node5).

**Level 1:**

**countLeaves(node2):** Not leaf, return countLeaves(node1) + countLeaves(null).

**countLeaves(node5):** Not leaf, return countLeaves(node4) + countLeaves(node6).

**Level 2:**

**countLeaves(node1):** Is leaf, return 1.

**countLeaves(null):** Is null, return 0.

**countLeaves(node4):** Is leaf, return 1.

**countLeaves(node6):** Is leaf, return 1.

**Level 1:**

**countLeaves(node2):** return 1 + 0 = 1.

**countLeaves(node5):**  return 1 + 1 = 2.

**Level 0:**

**countLeaves(node3):** return 1 + 2 = 3.

**Pseudo Code**

//countLeaves(Node root)

//If root is null

//Return 0

//If root is leaf

//Return 1

//If root is not null or leaf

//Return countLeaves(root.left) + countLeaves(root.right)

* + 1. **Process uses a recursive routine to sum the depths of all leaves in the BST.**

**Recursive Traversal and Addition**

Calculating the sum of all leaf depths will be achieved by recursively traversing the tree and summing the depths of all leaves under the root node’s left and right subtrees.

**Recursive and Base Cases**

The recursive case happens when the root is not a leaf and is not null. The method returns the sum of depths in the root’s left and right sub-trees.

The base case happens when the root is a leaf or is null. The method will return the current depth if a leaf, or 0 if null.

**Example**

The tree depicted below has 3 leafs all at depth 3.
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The algorithm will flow as follows:

**Level 0:**

**sumDepths(node3, depth = 1)**: Not leaf, return sumDepths(node2, depth + 1) + sumDepths(node5, depth + 1).

**Level 1:**

**sumDepths(node2, depth = 2):** Not leaf, return sumDepths(node1, depth + 1) + sumDepths(null, depth + 1).

**sumDepths(node5, depth = 2):** Not leaf, return sumDepths(node4, depth + 1) + sumDepths(node6, depth + 1).

**Level 2:**

**sumDepths(node1, depth = 3):** Is leaf, return depth 3.

**sumDepths(null, depth = 3):** Is null, return 0.

**sumDepths(node4, depth = 3):** Is leaf, return depth 3.

**sumDepths(node6, depth = 3):** Is leaf, return depth 3.

**Level 1:**

**sumDepths(node2, depth = 2):** return 3 + 0 = 3.

**sumDepths(node5, depth = 2):**  return 3 + 3 = 6.

**Level 0:**

**sumDepths(node3, depth = 1):** return 3 + 6 = 9.

**Pseudo code**

//sumDepths(Node root, int depth)

//If root is null

//Return 0

//If root is leaf

//Return depth

//If root is not null or leaf

//Return sumDepths(root.left, depth + 1) + sumDepths(root.right, depth + 1)

* + 1. **Process uses a recursive routine to find the maximum depth of all leaves in the BST.**

**Recursive Traversal and Comparison**

Finding the maximum leaf depth will be achieved by recursively traversing the tree and comparing the maximum leaf depth under the tree’s left and right subtrees.

**Recursive and Base Cases**

The recursive case happens when the root is not a leaf and not null. The method compares the maximum leaf depth in the root’s left and right sub-trees, and returns the greater of the two depths.

The base case happens when the root is a leaf or is null. The method will return the current depth if a leaf, or 0 if null.

**Example**

The tree depicted below has 3 leaves. 2 leaves are at depth 3, and one leaf is at depth 4.

![](data:image/png;base64,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)

**Level 0:**

**maxDepth(node3, depth = 1)**:

Not leaf, return maximum of maxDepth(node2, depth + 1) and maxDepth(node5, depth + 1).

**Level 1:**

**maxDepth(node2, depth = 2):**

Not leaf, return maximum of maxDepth(node1, depth + 1) and maxDepth(null, depth + 1).

**maxDepth(node5, depth = 2):**

Not leaf, return maximum of maxDepth(node4, depth + 1) and maxDepth(node6, depth + 1).

**Level 2:**

**maxDepth(node1, depth = 3):**

Is leaf, return depth 3.

**maxDepth(null, depth = 3):**

Is null, return 0.

**maxDepth(node4, depth = 3):**

Is leaf, return depth 3.

**maxDepth(node6, depth = 3):**

Not leaf, return maximum of maxDepth(null, depth + 1) and maxDepth(node7, depth + 1).

**Level 3:**

**maxDepth(node7, depth = 4):**

Is leaf, return depth 4.

**maxDepth(null, depth = 4):**

Is null, return 0.

**Level 2:**

**maxDepth(node6, depth = 3):** Return maximum of 0 and 4 = 4

**Level 1:**

**maxDepth(node2, depth = 2):**

Return maximum of 3 and 0 = 3.

**maxDepth(node5, depth = 2):**

Return maximum of 3 and 4 = 4.

**Level 0:**

**maxDepth(node3, depth = 1):**

Return maximum of 3 and 4 = 4.

**Pseudo code**

//maxDepth(Node root, int depth)

//If root is null

//Return 0

//If root is leaf

//Return depth

//If root is not null or leaf

//Return maximum of maxDepth(root.left, depth + 1) and maxDepth(root.right, depth + 1)

# 3. Structure

This section will describe the classes which make up the structure of the solution in section 2.

**Class: RandomRealGenerator**

Generates random real numbers in the range of Integer.MIN\_VALUE

(-2147483648) and Integer.MAX\_VALUE (2147483647).

**Fields:**

**private Random randomGenerator**

Instance of the java.util.Random class which generates random values.

**Constructors:**

**public RandomRealGenerator()**

Creates a new random real number generator with a unique seed.

**Methods:**

**public float nextReal()**

Generates the next random real number.

**Class: Node<T>**

Represents a node in a binary tree.

**Fields:**

**public T value**

The value stored by this node

**public Node<T> leftChild**

The left subtree of this node

**public Node<T> rightChild**

The right subtree of this node

**Constructors:**

**public Node(T value)**

Creates a new node with the specified value.

**Class: BinarySerachTree<T extends Comparable<T>>**

A basic binary search tree which stores values in a sorted order. The root’s left children store values less than the root’s value, and the root’s right children store values greater than or equal to the root’s value. Values can be any object type which implements the Comparable interface, such as Float.

**Fields:**

**private Node<T> topRoot**

The top most node of the tree.

**Methods:**

**public void insert(float value)**

Inserts a value into the tree.

**private void addLeaf(Node<T> root, float value)**

Recursively traverses the tree, adding a new leaf such that all left children of root have a value less than or equal to root’s value, and all right children have a value greater than root’s value.

**Class: DepthAnalyzingBST<T extends Comparable<T>>**

This class extends BinarySearchTree, adding methods for analyzing the depth of the tree.

**Methods:**

**public float getAverageDepth()**

Gets the average depth of all leaves in the tree

p**ublic int** **getMaxDepth()**

Gets the maximum depth of all leaves in the tree

**Class: BST\_Analyzer**

This class contains static methods which analyze a binary tree. Trees can be analyzed for number of leaves, sum of leaf depths, and maximum leaf depth.

**Methods:**

**private static boolean isLeaf(Node node)**

Helper method to determine if a node is a leaf.

**public static int countLeaves(Node root)**

Counts the number of leaves in a tree.

**public static int sumDepths(Node root, int depth)**

Sums the depths of all leaves in a tree.

**public static int maxDepth(Node root, int depth)**

Gets the maximum depth of all leaves in a tree.

**Class: Main**

The main class creates a BST and reports the depth analysis results.

**Fields:**

**private static final int DEFAULT\_SIZE**

The default number of nodes to be stored in the tree. Set to value 1023.

**Methods:**

**private DepthAnalyzingBST<Float> createTree(int size)**

Creates a new binary search tree containing the specified amount of randomly generated real numbers

**private void reportAverageDepth(DepthAnalyzingBST<Float> bst)**

Gets the average leaf depth from the specified tree and prints the result to the standard output stream.

**private void reportMaxDepth(DepthAnalyzingBST<Float> bst)**

Gets the maximum leaf depth from the specified tree and prints the result to the standard output stream.

**public void run(int size)**

Creates a binary search tree of the specified size and reports the tree’s average and maximum depth on the standard output stream

**4. Testing**

Since the process generates 1023 random numbers, the output differ on each run. This makes it impossible to define a predictable result which can be tested for when the process is run as a whole. In order to assure that the process is following the expected behavior, the test plan will run validations against isolated logic within the process. If each logical component passes testing in isolation then it can be assured that process is correct when these components are integrated as a complete solution. The logical components to test are as follows:

1. Random number generation
2. Tree insertion
3. Average depth calculation
4. Maximum depth calculation

**4.1 Random Number Generation**

While a predictable outcome for random number generation is not possible, it is possible to test for properties of randomness. In a sequence of randomly generated numbersit would be very unlikely for the same number to appear more than once, or for the same sequence of numbers to appear more than once. This property of non-repetition can be tested for generating a set of random numbers, taking a range of values from the set, and checking if that same sequence of repeats within the entire set. This test is described by the following algorithm:

**Pseudo Code**

//getRandomSet()

//Instantiate an array of size 10,000 and store as setArray

//Loop index from 0 to 9,999

//Get random number

//Store random number in setArray at index

//Return setArray

//checkSequences(seqSize, setArray)

//Instantiate an array of size seqSize and store as seqArray

//Loop seqStart from 0 to setArray size – seqSize

//Loop copyIndex from seqStart to seqSize

//Set seqArray at copyIndex to setArray at seqStart + copyIndex

//Set frequency to result of getFrequency(seqArray, setArray, seqStart + 1)

//If frequency is greater than 0

//Create new results object which stores sequence and frequency

//Store results object in results array

//Return results array

//getFrequency(seqArray, setArray, start)

//Set frequency to 0

//Loop checkIndex from start to (setArray size – seqArray size)

//Set repeat to true

//Set seqIndex to 0

//While repeat is true and seqIndex less than seqArray size

//Set repeat to setArray at start + seqIndex equals seqArray at seqIndex

//Increment seqIndex

//If repeat is true

//Increment frequency

//Return frequency